Abstract—There is increasing concern of security threats as embedded systems are moving toward networked applications. Model based approaches have proven to be effective for embedded systems design. In this paper we show that existing modeling tools are not sufficient to meet the current and future security challenges of networked embedded systems. We propose a framework to integrate security modeling in embedded system design. We’ve developed an example co-design environment that addresses security, functionality and system architecture aspects of embedded systems.

I. INTRODUCTION

Embedded systems play a crucial role in critical infrastructure, which is recognized in [1] as essential to national security, success and economic health [2]. There is increasing concern of the security threat on such embedded systems [3],[4]. Successful attacks have been reported on the US Power Grid [5] and the sewer system of Australia’s Maroochy Shire Council [6]. Other security incidents such as worm [7] infection have affected the Davis-Besse Nuclear Power Plant and CSX Railroad Corp. [6]. To address such security threats we need to rethink to the embedded software design process.

Model Integrated Computing (MIC) [8] is gaining wide recognition in the field of embedded software design. Models represent embedded software, its deployment platform and its interactions with the physical environment. Models facilitate formal analysis, verification, validation and generation of embedded systems [9]. This approach is superior to handcrafting code, which is slow and error prone. Although, there is modeling tool support for analysis of functionality, performance, power consumption, safety, etc., currently available tools incorporate little if any support for security modeling. As a result, security is added only once the complete system has been built. At best, this approach of adding security is inefficient taking large amounts of effort to achieve only modest improvements in security. Engineers designing embedded systems usually do not have enough knowledge to address security issues and in many cases are not even aware of the issues [10]. Fixing security vulnerabilities involves releasing patches, which can introduce new problems such as viruses [11] or security vulnerabilities [12]. Still, systems designed without security in mind are intrinsically insecure. Patches can fix specific security vulnerabilities, but do not address poor system architecture.

Many times vulnerabilities are only discovered once they have been exploited. To address these unknown threats systems can be isolated in private corporate networks using firewalls and intrusion detection systems. Still, such perimeter defenses cannot protect against insider attacks [13]. In light of this situation, we need a modeling environment that incorporates security into the design phase of embedded systems.

One of the few modeling languages with security extensions is UML. Currently available extensions to UML provide: access control [14] [15], fair exchange, assumptions about secrecy, integrity etc [16]. There are existing tools that can guarantee some security properties using automated proof verifiers [16]. However, UML based Model Driven Security is not sufficient for design and analysis of embedded systems. There is no concept of hardware in UML which makes it unsuited for the diverse hardware architectures found in embedded systems. In many embedded applications system resources are scarce. Added overhead for security can have drastic effects on performance. An ideal embedded software development environment will allow the engineer to analyze security and performance tradeoffs based on the hardware environment in which will operate.

II. SECURITY AND EMBEDDED SYSTEM CO-DESIGN VIA MODEL INTEGRATED COMPUTING

MIC can meet the challenges of designing secure embedded systems. A key advantage of model based approach is abstraction of the application domain. This abstraction is facilitated through the use of domain specific modeling languages (DSML). A DSML provides a system designer a set of concepts that are specifically tailored for a certain application domain. In our case the domain is networked embedded real-time systems such as process control systems, automotive, avionics and robotics systems. A DSML with the proper level of abstraction hides the inconsequential details of a system while allowing the engineer to shift focus to more important details. There are numerous examples of the model based approach used successfully in the design of embedded systems such as the Architectural Analysis and Design Language (AADL) [17]. We propose extending these DSMLs with the security concepts borrowed from UML extensions[14]. By extending embedded system DSMLs, we
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can add tool support for security analysis, validation, verification and generation. These security tools will extend the large tool chains that already exist for embedded system design.

III. CASE STUDY OF THE ARCHITECTURAL ANALYSIS AND DESIGN LANGUAGE

We have created a prototype security co-design environment. In this environment we use access control as an example security mechanism and incorporate it in the embedded system design process. We implement the co-design environment in the Generic Modeling Environment (GME) [9]. GME is a metaprogramable tool which facilitates the graphical implementation of domain specific modeling languages (DSML) through the use of metamodels.

![Diagram of Design flow in a security co-design environment](image)

Fig. 1 Design flow in a security co-design environment

Fig. 1 illustrates the process of building models in the co-design environment. We begin with functional models of embedded systems built and verified in modeling environments such as Matlab/Simulink and Stateflow. Next, we model the architecture of the system with AADL. AADL is a SAE Aerospace Standard that is intended to provide a standard interface and environment for system designers to model, analyze and generate embedded system code. This is accomplished by modeling the binding between software and hardware components within a system.
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We have extended AADL to support modeling of Role Based Access Control (RBAC). With RBAC an engineer can specify what permissions a component has to access other components in the system. The security policies expressed in the model are enforced through the use of underlying OS security services such as kernel partitioning [18]. We have built code generators for the co-design environment that can generate secure C code and textual AADL from graphical models. The textual representation of an AADL model can be ported to other tool environments to make use of existing analysis tools. Adding security mechanisms such as access control and time/space partitioning can prevent security threats such as a denial of service attack. For example, a system that has a network component and process control component can protect the process control from packet flooding by placing the two components in separate partitions.

This prototype co-design environment is intended as an example for the potential of MIC in the development of embedded software for security critical infrastructure. We do not intend to limit our research to AADL or the specific security mechanisms discussed here. We want to extend other concept such as encryption and authentication to AADL and other DSMLs.

IV. RELATED WORK

AADL has been proposed for mission critical software development[19], and used to perform scheduling and memory requirements analysis[20]. Security for model integrated computing was proposed in Jürjens [14,16]. Formal methods of security model verification was also proposed by Jürjens in[16].

V. CONCLUSION

Model-Integrated Computing has proved itself to be a valuable tool in embedded systems design process. Model driven security approaches have been successfully used in various industrial, governmental and financial applications. We have shown the potential for applying these security modeling concepts to DSMLs geared toward embedded systems. There is much work that needs to be done to incorporate these security aspects into the large tool chains that currently exist for embedded systems.
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